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**How to Detect Features Instead of Browsers**

Traditionally, many web developers have used browser detection in an attempt to provide a consistent experience between browsers. The typical implementation performs a single comparison operation, usually involving the user-agent string, and then makes several design assumptions about the features supported by that browser. In practice, however, feature detection has proven to be a more effective technique that requires less maintenance. This article shows how to use feature detection to verify support for standards-based featured and demonstrates different ways to detection features effectively.

The Case Against Browser Detection

As typically implemented, browser detection has several drawbacks, including but not limited to the following:

* When a new browser is released or an existing browser is updated, you must factor the new browser into your browser detection code. Updated browsers may support standards and features that were not supported when the browser detection code was designed.
* Conclusions about feature support may not be correct or appropriate.
* As new devices become available, they frequently include new versions of browsers; consequently, browser detection code must be reviewed and potentially modified to support the new browsers. In some cases it becomes more complicated to create customized implementations for each browser.
* A browser detection technique may not accurately identify a given browser. For example, many browsers support the ability to modify the user-agent string.

To illustrate, consider the following (invalid) code sample, which inappropriately attempts to use browser-specific techniques to assign an event handler.

JavaScript

function getInternetExplorerVersion()

// Returns the version of Internet Explorer or a -1

// (indicating the use of another browser).

{

var rv = -1; // Default value assumes failure.

var ua = navigator.userAgent;

// If user agent string contains "MSIE x.y", assume

// Internet Explorer and use "x.y" to determine the

// version.

var re = new RegExp("MSIE ([0-9]{1,}[\.0-9]{0,})");

if (re.exec(ua) != null)

rv = parseFloat( RegExp.$1 );

return rv;

}

function registerEvent( sTargetID, sEventName, fnHandler )

{

var oTarget = document.getElementById( sTargetID );

if ( oTarget != null ) {

// This is not an optimal example; it demonstrates

// techniques that you should not follow.

if ( getInternetExplorerVersion() > -1 ) {

oTarget.attachEvent( "on" + sEventName, fnHandler );

} else {

oTarget.addEventListener( sEventName, fnHandler );

}

}

}

This example attempts to use the user-agent string to determine whether the browser is Windows Internet Explorer. While the example works in Internet Explorer and most other browsers, it contains multiple problems, including but not limited to the following:

* This code sample focuses on the browser (Internet Explorer), not the feature (DOM Level 3 event handler registration). As a result, if Internet Explorer is used to view the webpage, the example uses **[attachEvent](http://msdn.microsoft.com/en-in/library/ie/ms536343(v=vs.85).aspx)** to register the event handlers even if the version of Internet Explorer supports the **[addEventListener](http://msdn.microsoft.com/en-in/library/ie/ff975245(v=vs.85).aspx)** method. In addition, this example would need to be tested with any (hypothetical) new versions of Internet Explorer.
* This example assumes that Internet Explorer does not support the **[addEventListener](http://msdn.microsoft.com/en-in/library/ie/ff975245(v=vs.85).aspx)** method, which is an incorrect assumption with regard to Internet Explorer 9. Many browser detection implementations make similar assumptions.
* While this particular sample does not attempt to distinguish between versions of Internet Explorer, there have been changes in the way Internet Explorer handles the user-agent string. Applications designed according to the behavior of earlier version may report incorrect results for webpages displayed in Compatibility View, which was introduced in Internet Explorer 8. For more information, see [Understanding User-Agent Strings](http://msdn.microsoft.com/en-in/library/ie/ms537503(v=vs.85).aspx) and [Understanding the Compatibility View List](http://msdn.microsoft.com/en-in/library/ie/dd567845(v=vs.85).aspx).

This example illustrates many of the weaknesses with browser detection as a technique for determining the features supported by a web browser. A more effective approach is to detect support for the feature directly, as shown in the following code sample.

JavaScript

function registerEvent( sTargetID, sEventName, fnHandler )

{

var oTarget = document.getElementById( sTargetID );

if ( oTarget != null )

{

if ( oTarget.addEventListener ) {

oTarget.addEventListener( sEventName, fnToBeRun, false );

} else {

var sOnEvent = "on" + sEventName;

if ( oTarget.attachEvent )

{

oTarget.attachEvent( sOnEvent, fnHandler );

}

}

}

}

This example provides two improvements over the previous one:

* It focuses on the feature rather than the browser. If the user happens to be using a browser that supports the[**addEventListener**](http://msdn.microsoft.com/en-in/library/ie/ff975245(v=vs.85).aspx) method (as such Internet Explorer 9 and many other browsers), then that method is used to define the event handler.
* It emphasizes the standards-based technique over the proprietary technique. In this case, the sample verifies support for the preferred technique (the **[addEventListener](http://msdn.microsoft.com/en-in/library/ie/ff975245(v=vs.85).aspx)** method) before attempting to use the alternate technique.

This example is effective because it does not assume the behavior of any given browser. The technique does not need to be updated to support any (hypothetical) new versions of Internet Explorer, nor does it need to be expanded to support new browsers or devices. The sample simply focuses on whether the feature is available. This is the main difference between feature detection and browser detection.

In an ideal world, all browsers would support the same standards and implement those standards in precisely the same way. In practice, however, a number of variations exist between browsers and their respective implementation of various standards.

For web developers, the best defense is to rely on features that are defined in widely supported, stable standards, such as HTML5, Cascading Style Sheets, Level 3 (CSS3), Scalable Vector Graphics (SVG), and so on. Detect support for the features that you want to use and provide alternative approaches only if necessary.

There are a number of ways to detect features, including:

* Search for Document Object Model (DOM) objects or properties associated with the feature.
* Attempt to create an object or attribute related to the feature.
* Use the **[hasFeature](http://msdn.microsoft.com/en-in/library/ie/ms536446(v=vs.85).aspx)** method to determine whether the DOM implementation supports the feature.

For more information, see [How to Create Effective Fallback Strategies](http://msdn.microsoft.com/en-in/library/ie/hh273396(v=vs.85).aspx).

Detecting DOM Objects and Properties

The most common way to detect features is to examine the DOM for objects or properties associated with the feature you want to use. For example, the following code sample shows how to determine whether the browser supports the[**addEventListener**](http://msdn.microsoft.com/en-in/library/ie/ff975245(v=vs.85).aspx) method in order to define an event handler.

JavaScript

function registerEvent( sTargetID, sEventName, fnHandler )

{

var oTarget = document.getElementById( sTargetID );

if ( oTarget != null )

{

if ( oTarget.addEventListener ) {

oTarget.addEventListener( sEventName, fnToBeRun, false );

} else {

var sOnEvent = "on" + sEventName;

if ( oTarget.attachEvent )

{

oTarget.attachEvent( sOnEvent, fnHandler );

}

}

}

}

In this example, the event registration code verifies that the object that handles the event provides support for the [**addEventListener**](http://msdn.microsoft.com/en-in/library/ie/ff975245(v=vs.85).aspx) method before calling the method to register the event handler. This avoids runtime syntax errors and helps provide an alternative approach (also called a *fallback strategy*) if the preferred technique is not supported.

To determine whether there are objects, properties, attributes, or methods that help you detect a feature, refer to the specification that defines the feature you want to use.

For example, Internet Explorer 9 supports the [**performance**](http://msdn.microsoft.com/en-in/library/ie/ff974680(v=vs.85).aspx) object of the [Navigation Timing](http://go.microsoft.com/fwlink/p/?LinkId=220639) specification. As of this writing, this specification defines the "window.performance" attribute. As a result, you can use the presence of a**performance** property on the [**window**](http://msdn.microsoft.com/en-in/library/ie/ms535873(v=vs.85).aspx) object to determine whether the current web browser supports the [Navigation Timing](http://go.microsoft.com/fwlink/p/?LinkId=220639) specification, as shown in the following code sample.

JavaScript

if ( window.performance ) {

showLoadTimes( window.performance );

}

In this example, the showLoadTimes() function is called only when the [**window**](http://msdn.microsoft.com/en-in/library/ie/ms535873(v=vs.85).aspx) object supports a [**performance**](http://msdn.microsoft.com/en-in/library/ie/ff974680(v=vs.85).aspx) property.

Creating Objects to Support Features

Some features cannot be detected in the DOM until they are rendered by the browser. For example, Internet Explorer 9 supports the [**audio**](http://msdn.microsoft.com/en-in/library/ie/ff975061(v=vs.85).aspx) element only when a webpage is displayed in IE9 Standards mode. If a webpage containing an**audio** element is displayed in IE5 (Quirks) mode (or displayed by an earlier version of Internet Explorer), the **audio**element is rendered as an unknown (generic) element.

Based on the previous section, the following code sample might seem sufficient to determine whether a browser supports the [**audio**](http://msdn.microsoft.com/en-in/library/ie/ff975061(v=vs.85).aspx) element.

JavaScript

<!doctype html>

<head>

<title>Simple Audio Support Test</title>

<script type="text/javascript">

function supportsAudio()

{

var d = document;

var o = d.getElementById( "audio1" );

return ( o != null );

}

function checkAudioSupport()

{

var s = ( supportsAudio() == true ) ?

"supports " : "does not support ";

var o = document.getElementById( "dOutput" );

o.outerText = "Your browser " + s + "the audio element.";

}

</script>

</head>

<body>

<audio id="audio1" src="audiofile.mp3" />

<button onclick="checkAudioSupport();">

Click to test audio support.

</button>

<br />

<div id="dOutput">Please click a button</div>

</body>

</html>

This example tries to create an [**audio**](http://msdn.microsoft.com/en-in/library/ie/ff975061(v=vs.85).aspx) element and bases its feature support evaluation on whether the object was created. While this example would correctly indicate that Internet Explorer 9 supports the **audio** element when the page is displayed in IE9 mode, it would incorrectly make the same claim when the same webpage is displayed in IE5 mode. The supportsAudio() function presumes that the ability to get a reference to an object created by an **audio** element is, in fact, an **audio** element that supports music playback. This is a problem because web browsers are supposed to create generic references to HTML elements that they do not support.

JavaScript

function supportsAudio()

{

var o = document.createElement( 'audio' );

return ( o.canPlayType );

}

In addition, this example does not require the webpage to contain an [**audio**](http://msdn.microsoft.com/en-in/library/ie/ff975061(v=vs.85).aspx) element before support for the **audio**element can be determined.

In cases where the DOM does not contain a built-in DOM object or property for the feature you want to detect, use[**createElement**](http://msdn.microsoft.com/en-in/library/ie/ms536389(v=vs.85).aspx) or a similar method to create a temporary object and then verify that the temporary object is the type of object you are interested in.

**Note**  For best results, avoid assumptions about browsers between devices. A desktop browser may support different features than a mobile version of the same browser, which itself may differ from the same browser on a different device. With feature detection, you test all browsers for the features you need.

Searching for DOM Features

The **[hasFeature](http://msdn.microsoft.com/en-in/library/ie/ms536446(v=vs.85).aspx)** method indicates support for individual specifications or sets of features defined by a specification. For example, the following code sample shows how to determine whether a browser supports SVG.

JavaScript

bResult = document.implementation.hasFeature("org.w3c.svg", "1.0")

Specific feature strings are defined by the specification that defines the feature. For example, the World Wide Web Consortium (W3C) Document Object Model (DOM) Level 2 specification supports a variety of feature strings that correspond to modules of the overall specification.

Keep in mind that while the **[hasFeature](http://msdn.microsoft.com/en-in/library/ie/ms536446(v=vs.85).aspx)** method may indicate that a given browser supports a specific feature, it is entirely possible that the browser does not fully support every aspect of the feature. When in doubt, take time to research the implementation of a given feature in popular browsers.

For more information about the status of a given specification or set of features, refer to the resources provided by the organization that sponsors the specification. For example, the [World Wide Web Consortium (W3C) website](http://go.microsoft.com/fwlink/p/?LinkId=220646) provides a[Participation section](http://go.microsoft.com/fwlink/p/?LinkId=220648) that outlines resources regarding the development of W3C standards, including public discussion areas, status updates, and related information.

There are many ways to detect features supported by a web browser. Be sure to use detection techniques that relate directly to the feature that you want to use. For example, it is not appropriate to evaluate the color of a textbox in order to determine the font used to display its content. Associations like this tend to lead to difficulties down the road.

There are many strategies to choose from when developing a modern, device independent website nowadays. How should capabilities of the device or browser be determined? Should the presentation logic be server side or client side? Traditionally, mobile optimization had to happen server side.

Over the last couple of years, Responsive Web Design and tools like [Modernizr](http://modernizr.com/) have become very popular. Recently, combination techniques (often called [RESS](http://www.lukew.com/ff/entry.asp?1392)), where optimization is done both server-side and client-side, has become a trend. The recently launched [WURFL.js](http://wurfl.io/) tool, fits into this category.

In this article, we will look at some basic use cases of how to use WURFL.js to optimize the user experience both in HTML and CSS, and an example of how to choose the right ads to display on different devices. We will also see how WURFL.js is different from, but complements, the popular feature-detection library Modernizr.

### Once Upon A Time, Device Detection

Whether we are using regular expressions in JavaScript, Modernizr or a complete [device-description repository](http://www.smashingmagazine.com/2012/09/24/server-side-device-detection-history-benefits-how-to/) (DDR) for server-side detection, the purpose is usually the same: to give users a better experience. This typically happens at two levels:

* presentation of content and interaction with the service,
* analysis of user behavior to determine usage patterns.

The challenge is to do this in ways that are both scalable, maintainable and, as much as possible, easy to implement. For some projects, the cost and complexity of deploying third-party tools on servers is too high. Yet a low-maintenance solution that lets a website look good and perform well is possible, despite the constant diversification of devices. This is where WURFL.js plays a role, by providing a scalable alternative to traditional server-side device detection, all the while complementing other client-side techniques and tools.

Before diving in, let’s look at the basics.

### Copy, Paste, Done

No registration is required, and WURFL.js can be used at no charge. So, the first thing to do is copy and paste this line of HTML into your page:

<script type='text/javascript' src=“//wurfl.io/wurfl.js"></script>

Both HTTP and HTTPS are supported. If you plan to use the device information provided by the script to make rendering decisions, then you might want to include the script in the <head> element. Otherwise, you can load it asynchronously.

Now that the script is in your HTML page, you can access the WURFL object in JavaScript. The WURFL object looks like this and is ready to use:

{

complete\_device\_name:"Apple iPhone 5",

form\_factor:"Smartphone",

is\_mobile:true

}

The object has three properties:

* complete\_device\_name  
  This is the name by which the device is known — typically, the make and model or a category of devices or a more generic definition.
* form\_factor
  + desktop
  + app
  + tablet
  + smartphone
  + feature phone
  + smart TV
  + robot
  + other non-mobile
  + other mobile
* is\_mobile  
  This is true or false — true if the device is a tablet or other mobile device.

Of course, you can immediately do things like this:

console.log(WURFL);

Or this:

alert(WURFL.complete\_device\_name);

### Under The Hood

Because WURFL.js detects the device based on the User-Agent string and other information provided in the HTTP header, the contents of the JavaScript file will depend on the device. So, you can’t just copy the contents of the file and put it inline in the HTML or combine it with another JavaScript resource.
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### A Note On Performance

If you use WURFL.js to make rendering decisions or, for some reason, you need to place the <script> tag inside <head> (without deferring it), then the browser will wait for the script to be downloaded and evaluated before rendering the page. Depending on the use case, this might be the only way; but, for the record, WURFL.js can also be loaded asynchronously to increase rendering performance.

The size of the returned JSON object will be fairly small, varying from 0.5 to 3 or 4 KB, depending on the device. Compared to Modernizr (about 14 KB) and jQuery (96 KB), WURFL.js is arguably light.

### Use Cases

Assuming that you have WURFL.js up and running, let’s look at some cases in which using WURFL.js makes the most sense, either by itself or in conjunction with Modernizr and/or other solutions. To illustrate, we’ll refer to the [WURFL.io website](http://wurfl.io/) itself, which utilizes WURFL.js in multiple ways.

#### OPTIMIZING THE USER EXPERIENCE

When it comes to mobile, responsive and adaptive design and all that, the most common thing to do on a website is improve the user experience for certain device families or form factors. Much can be handled by media queries, of course, but sometimes you need the help of some JavaScript.

When you visit [WURFL.io](http://wurfl.io/) on your laptop, the top section of the page has a video background, some simple parallax scrolling and text that changes dynamically according to the device or browser. It looks very cool on a laptop, but video backgrounds, not to mention parallax scrolling, would not be ideal on a tablet or smartphone, to put it mildly.

Differences in presentation in desktop Safari and iPhone Safari.

We could use Modernizr, of course, or decide whether to implement these features in other ways. But in many cases, knowing the physical device is just as important as — perhaps more important than — knowing whether the browser claims support for a feature. We might encounter a problem whereby the browser claims support, but the support is actually not good enough to make a great user experience.

To avoid these situations, you would use WURFL.js and Modernizer together. Note also that comparing WURFL.js and Modernizr directly is not quite fair. Modernizr detects features claimed by the browser, whereas WURFL.js categorizes the device in different ways. So, if you don’t know whether a particular device or form factor supports a certain browser-detectable feature, then you are better off with Modernizr or a full-fledged[device-detection solution](http://scientiamobile.com/cloud).

However, in this example, we’ll rely on WURFL.js and demand that only non-mobile clients get the video background and parallax scrolling:

/\*video background\*/

if(!WURFL.is\_mobile){

$('#vid').videoBG({

mp4:'assets/Birds\_Animation.mp4.mp4',

ogv:'assets/Birds\_Animation.oggtheora.ogv',

webm:'assets/Birds\_Animation.webmhd.webm'

});

}

/\*The parallax scrolling\*/

window.onscroll = function () {

if (!WURFL.is\_mobile){

heroImage.style[prefixedTransform] = "translate3d(0px," + window.scrollY / 2.3 + "px, 0px)";

herovid.style[prefixedTransform] = "translate3d(0px," + window.scrollY / 1.1 + "px, 0px)";

heroText.style["opacity"] = (1 - ((window.scrollY / 6) / 100));

}

}

The example above simply checks whether the device is mobile (a phone or tablet) and introduces features accordingly. Of course, we could also leverage the more fine-grained WURFL.form\_factor.

#### PUT MORE IN CSS?

The examples above show how to make use of the device’s data in JavaScript. However, we can make the device’s information available in CSS, too. We can assign different styles depending on the device, form factor and whether it is mobile. The first technique we will look at is similar to how Modernizr works. Modernizr adds a certain class to the HTML document depending on whether its test returns true or false.

Let’s say you want some specific behavior defined in the CSS for mobile devices. You would need to add the following JavaScript snippet to your page:

document.documentElement.className += ' ' + (WURFL.is\_mobile ? '' : 'no-') + "mobile";

This will add a class to the html element. For mobile devices, it would say <html class=”is\_mobile”>; for other devices, it would say <html class=”no-is\_mobile”>.

If you know Modernizr, then you are probably familiar with this approach. Your CSS might take the following form:

.mobile #menu a{

padding .5em;

}

.no-mobile #menu a{

padding .1em;

}

This method can be used for all of WURFL.js’ capabilities. However, becausecomplete\_device\_name and form\_factor are not boolean values (like is\_mobile), the CSS part can become quite a headache. A bit more flexibility might come in handy, then. Here is an example using data- attributes:

document.documentElement.setAttribute('data-device\_name', WURFL.complete\_device\_name);

document.documentElement.setAttribute('data-form\_factor', WURFL.form\_factor );

This will put data attributes with WURFL capabilities in the html element. We get several cool features with this method: We can target specific devices, form factors and even groups of devices combined with form factors by using CSS selectors:

html[data-form\_factor = 'Smartphone'] #menu a{

background: green;

}

Thanks to the wildcard [attribute selector](http://www.w3schools.com/css/css_attribute_selectors.asp) \*, we can even match strings:

html[data-device\_name\*='Nokia'] [data-form\_factor = 'Feature Phone'] {

background: yellow;

}

The CSS above will match Nokia feature phones of any model. It also illustrates what the DOM looks like with the two methods implemented — in this case, with an iPhone 5S.

#### HELP WITH BANNER ADS

Many different ad networks are out there, each with its own specialization. Some are good for mobile, others for desktop. Some support text ads, other have ads of fixed size. If you are beyond a beginner’s level in ad networks, then you might want to assume some control over this. WURFL.js can help you make your own decisions or influence the network to make the right decisions for you.

The obvious approach is to ask WURFL.is\_mobile to choose networks or ads that are good for mobile and others that are good for non-mobile.

if(WURFL.is\_mobile){

displayMobileAd();

}else{

displayDesktopAd();

}

Moreover, from a design perspective, being able to fit the sizes and proportions of ads to your breakpoints and to design for different form factors of ads is nice. In the extreme, you could do something like this:

switch(WURFL.form\_factor){

case "Smartphone":

if(WURFL.complete\_device\_name.indexOf("Apple") !=-1){

showAppStoreAds();

}else(

showWebAds();

)

break;

case "Tablet":

showSpecificProportionAds();

break;

case "Feature Phone":

showTextAds();

break;

default:

showGoogleAdwords();

break;

}

JavaScript Object Prototypes

Every JavaScript object has a prototype. The prototype is also an object.

All JavaScript objects inherit their properties and methods from their prototype.

JavaScript Prototypes

All JavaScript objects inherit the properties and methods from their prototype.

Objects created using an object literal, or with new Object(), inherit from a prototype called Object.prototype.

Objects created with new Date() inherit the Date.prototype.

The Object.prototype is on the top of the prototype chain.

All JavaScript objects (Date, Array, RegExp, Function, ....) inherit from the Object.prototype.

Creating a Prototype

The standard way to create an object prototype is to use an object constructor function:

Example

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
}

With a constructor function, you can use the **new** keyword to create new objects from the same prototype:

Example

var myFather = new person("John", "Doe", 50, "blue");  
var myMother = new person("Sally", "Rally", 48, "green");

<!DOCTYPE html>

<html>

<body>

<p id="demo"></p>

<script>

function person(first, last, age, eye) {

this.firstName = first;

this.lastName = last;

this.age = age;

this.eyeColor = eye;

}

var myFather = new person("John", "Doe", 50, "blue");

var myMother = new person("Sally", "Rally", 48, "green");

myFather.nationality = "English";

document.getElementById("demo").innerHTML =

"My faher is " + myFather.nationality;

</script>

</body>

</html>

Adding Properties and Methods to Objects

Sometimes you want to add new properties (or methods) to an existing object.

Sometimes you want to add new properties (or methods) to all existing objects of a given type.

Sometimes you want to add new properties (or methods) to an object prototype.

*This is the first post in a series on JavaScript. In this post I’m going to explain how JavaScript’s prototype chain works, and how you can use it to achieve inheritance.*

First, it’s important to understand that while JavaScript is an object-oriented language, it is prototype-based and does not implement a traditional class system. Keep in mind that when I mention a *class* in this post, I am simply referring to JavaScript objects and the prototype chain – more on this in a bit.
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Almost everything in JavaScript is an object, which you can think of as sort of like associative arrays – objects contain named properties which can be accessed with obj.propName or obj['propName']. Each object has an internal property called *prototype*, which links to another object. The prototype object has a prototype object of its own, and so on – this is referred to as the *prototype chain*. If you follow an object’s prototype chain, you will eventually reach the core Object prototype whose prototype is null, signalling the end of the chain.

So what is the prototype chain used for? When you request a property which the object does not contain, JavaScript will look down the prototype chain until it either finds the requested property, or until it reaches the end of the chain. This behaviour is what allows us to create “classes”, and implement inheritance.

Don’t worry if this doesn’t make sense yet. To see prototypes in action, let’s take a look at the simplest example of a “class” within JavaScript, which is created with a function object:

**function** **Animal**() {}

**var** animal = **new** Animal();

We can add properties to the Animal class in two ways: either by setting them as *instance properties*, or by adding them to theAnimal prototype.

**function** **Animal**(name) {

*// Instance properties can be set on each instance of the class*

**this**.name = name;

}

*// Prototype properties are shared across all instances of the class. However, they can still be overwritten on a per-instance basis with the `this` keyword.*

Animal.prototype.speak = **function**() {

console.log("My name is " + **this**.name);

};

**var** animal = **new** Animal('Monty');

animal.speak(); *// My name is Monty*

The structure of the Animal object becomes clear when we inspect it in the console. We can see that the name property belongs to the object itself, while speak is part of the Animal prototype.
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Now let’s look at how we can extend the Animal class to create a Cat class:

**function** **Cat**(name) {

Animal.call(**this**, name);

}

Cat.prototype = **new** Animal();

**var** cat = **new** Cat('Monty');

cat.speak(); *// My name is Monty*

What we are doing here is setting Cat‘s prototype to an instance of Animal, so that Cat inherits all of Animal's properties. We’re also usingAnimal.call to inherit the Animal constructor (sort of like parent or super in other languages). call is a special function which lets us call a function and specify the value of this *within that function*. So when this.name is set inside the Animal constructor, it’s the Cat‘s name property being set, not the Animal‘s.

Let’s take a look at the Cat object to get a better view of what’s going on.

![Cat](data:image/png;base64,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)

The Cat object has its own name instance property, like we expected. When we look at the object’s prototype we see that it has also inheritedAnimal‘s name instance property as well as the speak prototype property. This is where the prototype chain comes in – when we requestcat.name, JavaScript finds the name instance property and doesn’t bother going down the prototype chain. However when we requestcat.speak, JavaScript has to travel down the prototype chain until it finds the speak property inherited from Animal.

# Prototypes and Prototype Inheritance

In JavaScript, a **prototype** is a property of functions and of objects that are created by constructor functions. The prototype of a function is an object. Its main use is when a function is used as a constructor.

JavaScript

function Vehicle(wheels, engine) {

this.wheels = wheels;

this.engine = engine;

}

In the example above, the prototype of the Vehicle function is the prototype of any object that is instantiated with the Vehicle constructor.

## [Using Prototypes to Add Properties and Methods](javascript:void(0))

You can use the **prototype** property to add properties and methods to objects, even the ones that have already been created:

JavaScript

var testVehicle = new Vehicle(2, false);

Vehicle.prototype.color = "red";

var testColor = testVehicle.color;

The value of testColor is "red".

You can even add properties and methods to predefined objects. For example, you can define a **Trim**method on the **String** prototype object, and all the strings in your script will inherit the method.

JavaScript

String.prototype.trim = function()

{

// Replace leading and trailing spaces with the empty string

return this.replace(/(^\s\*)|(\s\*$)/g, "");

}

var s = " leading and trailing spaces ";

// Displays " leading and trailing spaces (35)"

window.alert(s + " (" + s.length + ")");

// Remove the leading and trailing spaces

s = s.trim();

// Displays "leading and trailing spaces (27)"

window.alert(s + " (" + s.length + ")");

### [Using Prototypes to Derive One Object from Another with Object.create](javascript:void(0))

The **prototype** object can be used to derive one object from another. For example, you can use the[Object.create](http://msdn.microsoft.com/en-us/library/ie/ff925952(v=vs.94).aspx) function to derive a new object Bicycle using the prototype of the Vehicle object we defined earlier (plus any new properties you need).

JavaScript

var Bicycle = Object.create(Object.getPrototypeOf(Vehicle), {

"pedals" :{value: true}

});

The Bicycle object has the properties wheels, engine, color, and pedals, and its prototype is**Vehicle.prototype**. The JavaScript engine finds the pedals property on Bicycle, and it looks up the prototype chain to find the wheels, engine, and color properties on Vehicle.

### [Changing an Object's Prototype](javascript:void(0))

In Internet Explorer 11, you can replace the internal prototype of an object or function with a new prototype by using the [\_\_proto\_\_](http://msdn.microsoft.com/en-us/library/ie/dn342818(v=vs.94).aspx) property. When you use this property, you inherit the properties and methods of the new prototype along with other properties and methods in its prototype chain.

The following example shows how you can change the prototype of an object. This example shows how the object's inherited properties change when you change its prototype.

JavaScript

function Friend() {

this.demeanor = "happy";

}

function Foe() {

this.demeanor = "suspicious";

}

var friend = new Friend();

var foe = new Foe();

var player = new Object();

player.\_\_proto\_\_ = foe;

friend.ally = "Tom";

if (console && console.log) {

console.log(player.demeanor === "happy" ); // Returns false

console.log(player.demeanor === "suspicious"); // Returns true

console.log(player.ally === "Tom"); // Returns false

// Turn the foe to a friend.

player.\_\_proto\_\_ = friend;

console.log(player.demeanor === "happy"); // Returns true

console.log(player.demeanor === "suspicious"); // Returns false

console.log(player.ally === "Tom"); // Returns true

}

<!DOCTYPE html>

<html>

<body>

<p id="demo"></p>

<script>

function person(first, last, age, eye) {

this.firstName = first;

this.lastName = last;

this.age = age;

this.eyeColor = eye;

}

person.prototype.name = function() {

return this.firstName + " " + this.lastName

};

var myFather = new person("John", "Doe", 50, "blue");

document.getElementById("demo").innerHTML =

"My father is " + myFather.name();

</script>

</body>

</html>

**AJAX**

AJAX = Asynchronous JavaScript and XML.

AJAX is not a new programming language, but a new way to use existing standards.

AJAX is the art of exchanging data with a server, and updating parts of a web page - without reloading the whole page.

**<!DOCTYPE html>**

**<html>**

**<head>**

**<script>**

**function loadXMLDoc()**

**{**

**var xmlhttp;**

**if (window.XMLHttpRequest)**

**{// code for IE7+, Firefox, Chrome, Opera, Safari**

**xmlhttp=new XMLHttpRequest();**

**}**

**else**

**{// code for IE6, IE5**

**xmlhttp=new ActiveXObject("Microsoft.XMLHTTP");**

**}**

**xmlhttp.onreadystatechange=function()**

**{**

**if (xmlhttp.readyState==4 && xmlhttp.status==200)**

**{**

**document.getElementById("myDiv").innerHTML=xmlhttp.responseText;**

**}**

**}**

**xmlhttp.open("GET","ajax\_info.txt",true);**

**xmlhttp.send();**

**}**

**</script>**

**</head>**

**<body>**

**<div id="myDiv"><h2>Let AJAX change this text</h2></div>**

**<button type="button" onclick="loadXMLDoc()">Change Content</button>**

**</body>**

**</html>**

**Ajax** (also **AJAX**; [/](http://en.wikipedia.org/wiki/Help:IPA_for_English)[ˈeɪdʒæks](http://en.wikipedia.org/wiki/Help:IPA_for_English#Key)[/](http://en.wikipedia.org/wiki/Help:IPA_for_English); short for **asynchronous**[**JavaScript**](http://en.wikipedia.org/wiki/JavaScript)**+**[**XML**](http://en.wikipedia.org/wiki/XML)) is a group of interrelated [Web development](http://en.wikipedia.org/wiki/Web_development) techniques used on the [client-side](http://en.wikipedia.org/wiki/Client-side) to create[asynchronous](http://en.wikipedia.org/wiki/Asynchronous_I/O) [Web applications](http://en.wikipedia.org/wiki/Web_application). With Ajax, Web applications can send data to and retrieve from a [server](http://en.wikipedia.org/wiki/Web_server) asynchronously (in the background) without interfering with the display and behavior of the existing page. Data can be retrieved using the [XMLHttpRequest](http://en.wikipedia.org/wiki/XMLHttpRequest" \o "XMLHttpRequest) [object](http://en.wikipedia.org/wiki/Object_(computer_science)). Despite the name, the use of XML is not required ([JSON](http://en.wikipedia.org/wiki/JavaScript_Object_Notation) is often used in the [AJAJ](http://en.wikipedia.org/wiki/AJAJ" \o "AJAJ)variant), and the requests do not need to be asynchronous.[[4]](http://en.wikipedia.org/wiki/Ajax_%28programming%29#cite_note-wrox-4)

Ajax is not a single technology, but a group of technologies. [HTML](http://en.wikipedia.org/wiki/Hypertext_Markup_Language) and [CSS](http://en.wikipedia.org/wiki/Cascading_Style_Sheets) can be used in combination to mark up and style information. The [DOM](http://en.wikipedia.org/wiki/Document_Object_Model) is accessed with JavaScript to dynamically display – and allow the user to interact with – the information presented. JavaScript and the XMLHttpRequest object provide a method for exchanging data asynchronously between browser and server to avoid full page reloads.

**JSON** (JavaScript Object Notation) is a lightweight data-interchange format. It is easy for humans to read and write. It is easy for machines to parse and generate. It is based on a subset of the [JavaScript Programming Language](http://javascript.crockford.com/), [Standard ECMA-262 3rd Edition - December 1999](http://www.ecma-international.org/publications/files/ecma-st/ECMA-262.pdf). JSON is a text format that is completely language independent but uses conventions that are familiar to programmers of the C-family of languages, including C, C++, C#, Java, JavaScript, Perl, Python, and many others. These properties make JSON an ideal data-interchange language.

## WHAT IS JSON?

[JSON](http://en.wikipedia.org/wiki/JSON) is short for **JavaScript Object Notation**, and is a way to store information in an organized, easy-to-access manner. In a nutshell, it gives us a human-readable collection of data that we can access in a really logical manner.

JSON is built on two structures:

* A collection of name/value pairs. In various languages, this is realized as an *object*, record, struct, dictionary, hash table, keyed list, or associative array.
* An ordered list of values. In most languages, this is realized as an *array*, vector, list, or sequence.

These are universal data structures. Virtually all modern programming languages support them in one form or another. It makes sense that a data format that is interchangeable with programming languages also be based on these structures.

In JSON, they take on these forms:

An *object* is an unordered set of name/value pairs. An object begins with { (left brace) and ends with } (right brace). Each name is followed by : (colon) and the name/value pairs are separated by , (comma).

**JSONP** or "[JSON](http://en.wikipedia.org/wiki/JSON) with padding" is a communication technique used in [JavaScript](http://en.wikipedia.org/wiki/JavaScript) programs running in web browsers to request data from a server in a different domain, something prohibited by typical web browsers because of the [same-origin policy](http://en.wikipedia.org/wiki/Same-origin_policy). JSONP takes advantage of the fact that browsers do not enforce the same-origin policy on<script> tags.

Note that for JSONP to work, a server must know how to reply with JSONP-formatted results. JSONP does not work with JSON-formatted results. The JSONP parameters passed as arguments to a script are defined by the server.

## Padding

While the padding (prefix) is *typically* the name of a callback function that is defined within the execution context of the browser, it may also be a variable assignment, an if statement, or any other JavaScript statement. The response to a JSONP request is not JSON and is not parsed as JSON; the returned payload can be any arbitrary JavaScript expression, and it does not need to include any JSON at all. But conventionally, it is a JavaScript fragment that invokes a function call on some JSON-formatted data.

Said differently, the typical use of JSONP provides cross-domain access to an existing JSON API, by wrapping a JSON payload in a function call

## Cross domain requests

For security reasons, the default behavior of a web browser is to block all queries that are going to a domain that is different from the website they are sent from. So when using an external HTTP-based search API, all your queries should be blocked because they are sent to an external domain. There are two methods to call an external API from the browser:

The [JSONP](http://en.wikipedia.org/wiki/JSONP) approach is a workaround that consists of calling an external API  with a DOM  <script>  tag. The  <script> tag is allowed to load content from any domains without security restrictions. The targeted API needs to expose a HTTP GET endpoint and return JavaScript code instead of the regular JSON data. You can use this jQuery code to dynamically call a JSONP URL: